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Tema 07. *Thread Pools* e Interfaces Gráficas en Java
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Se desea calcular el número *π* mediante integración numérica de la siguiente función:

Este método no es el m´as r´apido para calcular el n´umero *π*, pero s´ı uno de las m´as simples. **Consiste en calcular la anterior integral mediante una aproximaci´on num´erica basada en el c´alculo y acumulaci´on del ´area de numerosos rect´angulos peque˜nos.** ![](data:image/png;base64,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)

Uno de los parámetros más importantes es el número de rectángulos cuya área se va a sumar. En este caso, este parámetro será pasado en la línea de argumentos, después del número de hebras.

El siguiente programa realiza el c´alculo de forma secuencial. Con vistas a facilitar el desarrollo posterior de la versi´on paralela, este c´odigo secuencial contiene un fragmento de c´odigo comen tado, adem´as de la declaraci´on e inicializaci´on de la variables numHebras y numRectangulos. Ambas partes no son ´utiles en la versi´on secuencial, pero, la inclusi´on de este fragmento de c´odigo simplifica el desarrollo de la versi´on paralela.

*/∗*

*// ===========================================================================*

*c l a s s Acumula {*

*// ===========================================================================*

*d o u bl e suma ;*

*// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−− Acumula ( ) {*

*// . . .*

*}*

*// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−− v o i d acumulaDato ( d o u bl e d a t o ) {*

*// . . .*

*}*

*// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−− d o u bl e dameDato ( ) {*

*// . . .*

*}*

*}*

*// ===========================================================================*

*c l a s s M iHebraMultAcumulac iones e x t e n d s Thread {*

*// =========================================================================== i n t miId , numHebras ;*

*l o n g numRec tangulos ;*

*Acumula a ;*

*// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−− M iHebraMultAcumulac iones ( i n t miId , i n t numHebras , l o n g numRectangulos , Acumula a ) {*

*// . . .*

*}*

*// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−− p u b l i c v o i d run ( ) {*

*// . . .*

*}*

*}*

*// =========================================================================== c l a s s MiHebraUnaAcumulacion e x t e n d s Thread {*

*// =========================================================================== // . . .*

*}*

*// =========================================================================== c l a s s MiHebraMultAcumulacionAtomic e x t e n d s Thread {*

*// =========================================================================== // . . .*

*}*

*// =========================================================================== c l a s s MiHebraUnaAcumulacionAtomic e x t e n d s Thread {*

*// =========================================================================== // . . .*

*}*

*∗/*

*// ===========================================================================* c l a s s EjemploNumeroPI *{*

*// ===========================================================================*

*// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−* public s t a t i c void main ( S t ri n g a r g s [ ] ) *{*

long numRectangulos ;

double b a seRec t an gul o , x , suma , pi ;

int numHebras ;

long t1 , t 2 ;

double tSec , tPar ;

*// Acumula a ;*

*// M iHebraMultAcumulac iones v t [ ] ;*

*// Comprobacion de l o s argumen tos de en t r a d a .*

i f ( a r g s . l e n g t h != 2 ) *{*

System . out . p r i n t l n ( ”ERROR: numero de argumentos i n c o r r e c t o . ” ) ; System . out . p r i n t l n ( ”Uso : j a v a programa *<*numHebras*> <*numRectangulos*>*” ) ; System . e x i t ( −1 ) ;

*}*

try *{*

numHebras = I n t e g e r . p a r s e I n t ( a r g s [ 0 ] ) ;

numRectangulos = Long . parseLong ( a r g s [ 1 ] ) ;

*}* catch ( NumberFormatException ex ) *{*

3

numHebras = −1;

numRectangulos = −1;

System . out . p r i n t l n ( ”ERROR: Numeros de en t r ad a i n c o r r e c t o s . ” ) ; System . e x i t ( −1 ) ;

*}*

System . out . p r i n t l n ( ) ;

System . out . p r i n t l n ( ” C al c ul o d el numero PI mediante i n t e g r a c i o n . ” ) ; *//*

*// C al c ul o d e l numero PI de forma s e c u e n c i a l .*

*//*

System . out . p r i n t l n ( ) ;

System . out . p r i n t l n ( ”Comienzo d el c a l c u l o s e c u e n c i a l . ” ) ;

t 1 = System . nanoTime ( ) ;

b a seRec t an gul o = 1. 0 / ( ( double ) numRectangulos ) ;

suma = 0 . 0 ;

for ( long i = 0 ; i *<* numRectangulos ; i++ ) *{*

x = b a seRec t an gul o ∗ ( ( ( double ) i ) + 0. 5 ) ;

suma += f ( x ) ;

*}*

pi = b a seRec t an gul o ∗ suma ;

t 2 = System . nanoTime ( ) ;

t S e c = ( ( double ) ( t 2 − t 1 ) ) / 1. 0 e9 ;

System . out . p r i n t l n ( ” Ve r si on s e c u e n c i a l . Numero PI : ” + pi ) ;

System . out . p r i n t l n ( ”Tiempo s e c u e n c i a l ( s . ) : ” + t S e c ) ; */∗*

*//*

*// C al c ul o d e l numero PI de forma p a r a l e l a :*

*// M u l t i p l e s acumul ac i one s por heb r a .*

*//*

*System . ou t . p r i n t l n ( ) ;*

*System . ou t . p r i n t ( ”Comienzo d e l c a l c u l o p a r a l e l o : ” ) ;*

*System . ou t . p r i n t l n ( ” M u l t i p l e s acumul ac i one s por heb r a . ” ) ;*

*t 1 = System . nanoTime ( ) ;*

*// . . .*

*t 2 = System . nanoTime ( ) ;*

*tPar = ( ( d o u bl e ) ( t 2 − t 1 ) ) / 1 . 0 e9 ;*

*System . ou t . p r i n t l n ( ” C al c ul o d e l numero PI : ” + p i ) ;*

*System . ou t . p r i n t l n ( ”Tiempo e j e c u c i o n ( s . ) : ” + tPar ) ;*

*System . ou t . p r i n t l n ( ” Incremen to v e l o c i d a d : ” + . . . ) ;*

*//*

*// C al c ul o d e l numero PI de forma p a r a l e l a :*

*// Una acumulac ion por heb r a .*

*// . . .*

*//*

*// C al c ul o d e l numero PI de forma p a r a l e l a :*

*// M u l t i p l e s acumul ac i one s por heb r a ( Atomica )*

*// . . .*

*//*

*// C al c ul o d e l numero PI de forma p a r a l e l a :*

*// Una acumulac ion por heb r a ( Atomica ) .*

*// . . .*

*∗/*

System . out . p r i n t l n ( ) ;

System . out . p r i n t l n ( ”Fin de programa . ” ) ;

*}*

*// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−* s t a t i c double f ( double x ) *{*

return ( 4 . 0 / ( 1. 0 + x∗x ) ) ;

*}*

*}*
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1.1) Estudia el código anterior y paralelízalo mediante el uso de hebras con una distribución c ́ıclica. Utiliza un objeto de la clase Acumula para almacenar el resultado. En esta versi´on paralela cada vez que las hebras calculan el ´area de un rect´angulo, deben acumularlo sobre el objeto compartido de la clase Acumula. Para un correcto manejo del programa, hay que asegurar que el acceso al objeto compartido sea *thread-safe*. No crees un nuevo programa. Haz que esta implementaci´on paralela se ejecute a continuaci´on de la versi´on secuencial dentro del mismo programa. Ello permitir´a obtener los tiempos y los incrementos de velocidad de forma m´as r´apida y automatizada.

Escribe a continuación la parte de tu código que realiza esta tarea: la definición de la clase **MiHebraMultAcumulaciones** y el código incluido en el programa principal que permite gestionar los objetos de esta clase.

//----------------------------------------MiHebraMultAcomulaciones--------------------------------------------

public class MiHebraMultAcumulaciones extends Thread{

int miId, numHebras;

long numRectangulos;

Acomula a;

double baseRectangulo;

MiHebraMultAcumulaciones(int miId, int numHebras, long numRectangulos, Acomula a){

this.miId=miId;

this.numHebras=numHebras;

this.numRectangulos=numRectangulos;

this.a=a;

baseRectangulo=1.0/((double)numRectangulos);

}

public void run(){

for (int i=miId;i<numRectangulos;i+=numHebras){

double x=baseRectangulo\*(((double) i)+0.5);

a.acomulaDato(*f*(x));

}

}

static double f(double x){

return (4.0/(1.0 + x\*x));

}

}

//----------------------------------------EjemploNumeroPI--------------------------------------------

System.*out*.println();

System.*out*.println("Comienzo del calculo paralelo multiples acomulaciones");

t1=System.*nanoTime*();

a=new Acomula();

MiHebraMultAcumulaciones[] vector=new MiHebraMultAcumulaciones[numHebras];

for (int i=0;i<numHebras;i++){

vector[i]= new MiHebraMultAcumulaciones(i,numHebras,numRectangulos,a);

vector[i].run();

}

for (int i=0;i<numHebras;i++){

vector[i].join();

}

pi=baseRectangulo\*suma;

t2=System.*nanoTime*();

tPar=((double) (t2-t1))/1.0e9;

System.*out*.println("Version paralela. Numero PI: "+pi);

System.*out*.println("Tiempo paralelo: "+tPar);

System.*out*.println("Incremento de la velocidad: "+tSec/tPar);

1.2) Modifica el programa anterior, de modo que en la versión paralela las hebras acumulen el área que han calculado en una variable local (suma), antes de sumarla al objeto compartido.

No crees un nuevo programa. Haz que esta implementaci´on paralela se ejecute a continua ci´on de la versi´on paralela desarrollada en el apartado anterior. Ello permitir´a obtener los tiempos y los incrementos de velocidad de forma m´as r´apida y automatizada.

Escribe a continuaci´on la parte de tu c´odigo que realiza esta tarea: la definici´on de la clase MiHebraUnaAcumulacion y el c´odigo incluido en el programa principal que permite gestionar los objetos de esta clase.

//----------------------------------------MiHebraUnaAcomulacion--------------------------------------------

public class MiHebraUnaAcumulacion extends Thread{

int miId, numHebras;

long numRectangulos;

Acomula a;

double baseRectangulo,suma;

MiHebraUnaAcumulacion(int miId, int numHebras, long numRectangulos, Acomula a){

this.miId=miId;

this.numHebras=numHebras;

this.numRectangulos=numRectangulos;

this.a=a;

baseRectangulo=1.0/((double)numRectangulos);

suma=0.0;

}

public void run(){

for (int i=miId;i<numRectangulos;i+=numHebras){

double x=baseRectangulo\*(((double) i)+0.5);

suma+=*f*(x);

}

a.acomulaDato(suma);

}

static double f(double x){

return (4.0/(1.0 + x\*x));

}

}

//----------------------------------------EjemploNumeroPI--------------------------------------------

System.*out*.println();

System.*out*.println("Comienzo del calculo paralelo una acomulacion ");

t1=System.*nanoTime*();

a=new Acomula();

MiHebraUnaAcumulacion[] vector2=new MiHebraUnaAcumulacion[numHebras];

for (int i=0;i<numHebras;i++){

vector2[i]= new MiHebraUnaAcumulacion(i,numHebras,numRectangulos,a);

vector2[i].run();

}

for (int i=0;i<numHebras;i++){

vector2[i].join();

}

pi=baseRectangulo\*suma;

t2=System.*nanoTime*();

tPar=((double) (t2-t1))/1.0e9;

System.*out*.println("Version paralela. Numero PI: "+pi);

System.*out*.println("Tiempo paralelo: "+tPar);

System.*out*.println("Incremento de la velocidad: "+tSec/tPar);

1.3) En las DOS versiones paralelas anteriores se ha utilizado un **objeto de la clase Acumula** que permite acumular n´umeros reales con precisión doble de forma atómica, pero tambi´en se podr´ıa realizar empleando clases y operadores atómicos, como **DoubleAdder**.

Para ello, define las clases MiHebraMultAcumulacionesAtomic y MiHebraUnaAcumulacionAtomic. Estas clases deben manejar un objeto de la clase DoubleAdder y acumular los valores con el m´etodo add, mientras que el valor final se obtiene con el m´etodo sum.

Escribe a continuaci´on los cambios realizados en el c´odigo.

Ten en cuenta que la mejor opci´on ser´ıa eliminar completamente la clase Acumula y en su lugar utilizar la clase atómica.

public class MiHebraMultAcumulacionAtomic extends Thread{

DoubleAdder adder;

int miId, numHebras;

long numRectangulos;

double baseRectangulo;

MiHebraMultAcumulacionAtomic(int miId, int numHebras, long numRectangulos, DoubleAdder a){

this.miId=miId;

this.numHebras=numHebras;

this.numRectangulos=numRectangulos;

this.adder=a;

baseRectangulo=1.0/((double)numRectangulos);

}

public void run(){

for (int i=miId;i<numRectangulos;i+=numHebras){

double x=baseRectangulo\*(((double) i)+0.5);

adder.add(*f*(x));

}

}

static double f(double x){

return (4.0/(1.0 + x\*x));

}

}

public class MiHebraUnaAcumulacionAtomic extends Thread{

DoubleAdder adder;

int miId, numHebras;

long numRectangulos;

double baseRectangulo,suma;

MiHebraUnaAcumulacionAtomic(int miId, int numHebras, long numRectangulos, DoubleAdder a){

this.miId=miId;

this.numHebras=numHebras;

this.numRectangulos=numRectangulos;

this.adder=a;

baseRectangulo=1.0/((double)numRectangulos);

suma=0.0;

}

public void run(){

for (int i=miId;i<numRectangulos;i+=numHebras){

double x=baseRectangulo\*(((double) i)+0.5);

suma+=*f*(x);

}

adder.add(suma);

}

static double f(double x){

return (4.0/(1.0 + x\*x));

}

}

//PARALELO distribución cíclica

//múltiples acumulaciones por hebra (Atómica)

System.*out*.println();

System.*out*.println("Comienzo del calculo paralelo multiples acomulaciones (Atomic)");

t1=System.*nanoTime*();

DoubleAdder adder= new DoubleAdder();

MiHebraMultAcumulacionAtomic[] vector3=new MiHebraMultAcumulacionAtomic[numHebras];

for (int i=0;i<numHebras;i++){

vector3[i]= new MiHebraMultAcumulacionAtomic(i,numHebras,numRectangulos,adder);

vector3[i].run();

}

for (int i=0;i<numHebras;i++){

vector3[i].join();

}

pi=baseRectangulo\*adder.sum();

t2=System.*nanoTime*();

tPar=((double) (t2-t1))/1.0e9;

System.*out*.println("Version paralela. Numero PI: "+pi);

System.*out*.println("Tiempo paralelo: "+tPar);

System.*out*.println("Incremento de la velocidad: "+tSec/tPar);

//PARALELO distribución cíclica

//una acumulacione por hebra (Atomic)

System.*out*.println();

System.*out*.println("Comienzo del calculo paralelo una acomulacion (Atomic)");

t1=System.*nanoTime*();

DoubleAdder adder2= new DoubleAdder();

MiHebraUnaAcumulacionAtomic[] vector4=new MiHebraUnaAcumulacionAtomic[numHebras];

for (int i=0;i<numHebras;i++){

vector4[i]= new MiHebraUnaAcumulacionAtomic(i,numHebras,numRectangulos,adder2);

vector4[i].run();

}

for (int i=0;i<numHebras;i++){

vector4[i].join();

}

pi=baseRectangulo\*adder2.sum();

t2=System.*nanoTime*();

tPar=((double) (t2-t1))/1.0e9;

System.*out*.println("Version paralela. Numero PI: "+pi);

System.*out*.println("Tiempo paralelo: "+tPar);

System.*out*.println("Incremento de la velocidad: "+tSec/tPar);

| 2 |
| --- |

Se dispone de una interfaz gráfica con un cuadro de texto y dos botones denominados **Comienza secuencia** y **Cancela secuencia**. Por el momento, la interfaz no hace nada cuando el usuario realiza alguna acción sobre los botones o sobre el cuadro de texto.

La interfaz est´a definida por el siguiente código:

import j a v a . awt . ∗ ;

import j a v a . awt . e ven t . ∗ ;

import j a v a x . swing . ∗ ;

import j a v a x . swing . e ven t . ∗ ;

*/∗*

*// =========================================================================== c l a s s Zona In tercamb io {*

*// =========================================================================== // . . .*

*// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−− v o i d se tT iempo ( . . . ) {*

*// . . .*

*}*

*// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−− l o n g getT iempo ( . . . ) {*

*// . . .*

*}*

*}*

*∗/*

*// ===========================================================================* public c l a s s GUISecuenciaPrimos *{*

*// ===========================================================================* JFrame c o n t ai n e r ;

JPanel j p a n el ;

JTe x tField t x fM e n s a j e s ;

JButton btnComienzaSecuencia , b t nC an c el a Se c ue n ci a ;

J S l i d e r sl dE s p e r a ;

*// Heb r aC alc ul a d o r a t ; // E j e r c i c i o 2 . 2*

*// Zona In tercamb io z ; // E j e r c i c i o 2 . 3*

*// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−* public s t a t i c void main ( S t ri n g a r g s [ ] ) *{*

GUISecuenciaPrimos g ui = new GUISecuenciaPrimos ( ) ;

S w i n g U t i l i t i e s . i n v o k eL a t e r (new Runnable ( ) *{*

public void run ( ) *{*

g ui . go ( ) ;

*}*

*}* ) ;

*}*

*// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−* public void go ( ) *{*

*// C on s t an te s .*

f i n a l int valorMaximo = 1 0 0 0;

f i n a l int v al o rMedi o = 5 0 0;

*// V a r i a b l e s .*

JPanel tempPanel ;

*// Crea e l JFrame p r i n c i p a l .*

c o n t ai n e r = new JFrame ( ”GUI S e c u e n ci a de Primos ” ) ;
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*// Cons igue e l p a n el p r i n c i p a l d e l Frame ” c o n t a i n e r ” .*

j p a n el = ( JPanel ) c o n t ai n e r . getContentPane ( ) ;

j p a n el . se tL a y ou t ( new GridLayout ( 3 , 1 ) ) ;

*// Crea e i n s e r t a l a e t i q u e t a y e l campo de t e x t o para l o s mensa jes .* t x fM e n s a j e s = new JTe x tField ( 20 ) ;

t x fM e n s a j e s . s e t E d i t a b l e ( f a l s e ) ;

tempPanel = new JPanel ( ) ;

tempPanel . se tL a y ou t ( new FlowLayout ( ) ) ;

tempPanel . add ( new JLabel ( ” S e c u e n ci a : ” ) ) ;

tempPanel . add ( t x fM e n s a j e s ) ;

j p a n el . add ( tempPanel ) ;

*// Crea e i n s e r t a l o s b o t o n e s de Comienza s e c u e n c i a y Cancela s e c u e n c i a .* btnComienzaSecuencia = new JButton ( ”Comienza s e c u e n ci a ” ) ;

b tnC a n c el a S e c u en ci a = new JButton ( ” Cancela s e c u e n ci a ” ) ;

tempPanel = new JPanel ( ) ;

tempPanel . se tL a y ou t ( new FlowLayout ( ) ) ;

tempPanel . add ( btnComienzaSecuencia ) ;

tempPanel . add ( b t nC a n cel aS e cu e n ci a ) ;

j p a n el . add ( tempPanel ) ;

*// Crea e i n s e r t a e l s l i d e r para c o n t r o l a r e l t iempo de e s p e r a .*

sl dE s p e r a = new J S l i d e r ( J S l i d e r .HORIZONTAL, 0 , valorMaximo , v al o rMedi o ) ; tempPanel = new JPanel ( ) ;

tempPanel . se tL a y ou t ( new BorderLayout ( ) ) ;

tempPanel . add ( new JLabel ( ”Tiempo de e s p e r a : ” ) ) ;

tempPanel . add ( sl dE s p e r a ) ;

j p a n el . add ( tempPanel ) ;

*// Ac t iv a i n i c i a l m e n t e l o s 2 b o t o n e s .*

btnComienzaSecuencia . se tEn abled ( true ) ;

b tnC a n c el a S e c u en ci a . se tEn abled ( true ) ;

*// Anyade c o d i g o para p r o c e s a r e l e v e n t o d e l b o t on de Comienza s e c u e n c i a .* btnComienzaSecuencia . a d dA c ti o nLi s t e n e r ( new A c ti o n Li s t e n e r ( ) *{*

public void a c ti o nP e r f o rm e d ( ActionEvent e ) *{*

*// . . .*

*}*

*}* ) ;

*// Anyade c o d i g o para p r o c e s a r e l e v e n t o d e l b o t on de Cancela s e c u e n c i a .* b tnC a n c el a S e c u en ci a . a d dA c ti o nLi s t e n e r ( new A c ti o n Li s t e n e r ( ) *{*

public void a c ti o nP e r f o rm e d ( ActionEvent e ) *{*

*// . . .*

*}*

*}* ) ;

*// Anyade c o d i g o para p r o c e s a r e l e v e n t o d e l s l i d e r ” Espera ” .* sl dE s p e r a . addChangeLi s tene r ( new Ch an geLi s tene r ( ) *{*

public void stateChanged ( ChangeEvent e ) *{*

J S l i d e r s l = ( J S l i d e r ) e . g e t S o u r c e ( ) ;

i f ( ! s l . g e tV al u e I s A d j u s ti n g ( ) ) *{*

long ti em p oMili s e g u n d o s = ( long ) s l . ge tV alue ( ) ;

System . out . p r i n t l n ( ” J S l i d e r v al u e = ” + ti em p oMili s e g u n d o s ) ;

*// . . .*

*}*

*}*

*}* ) ;
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*// F i j a c a r a c t e r i s t i c a s d e l c o n t a i n e r .*

c o n t ai n e r . s e t D e f a ul t Cl o s eO p e r a ti o n ( JFrame . EXIT ON CLOSE ) ;

c o n t ai n e r . pack ( ) ;

c o n t ai n e r . s e t R e s i z a b l e ( f a l s e ) ;

c o n t ai n e r . s e t V i s i b l e ( true ) ;

System . out . p r i n t l n ( ” % End o f r o u ti n e : go . *\* n” ) ;

*}*

*// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−* s t a t i c boolean esPrimo ( long num ) *{*

boolean primo ;

i f ( num *<* 2 ) *{*

primo = f a l s e ;

*}* e l s e *{*

primo = true ;

long i = 2 ;

while ( ( i *<* num )&&( primo ) ) *{*

primo = ( num % i != 0 ) ;

i ++;

*}*

*}*

return ( primo ) ;

*}*

*}*

2.1) Modifica la interfaz gr´afica para que los botones Comienza secuencia y Cancela secuencia se activen y desactiven (setEnabled) de acuerdo a la l´ogica de funcionamiento de la apli caci´on :

Inicialmente el botón Comienza secuencia debe estar activado y el botón Cancela secuencia debe estar desactivado (modificar método go).

Cuando se presione el botón Comienza secuencia, este se desactiva y se activa el botón Cancela secuencia (modificar ActionListener del primero).

Cuando se presione el bot´on Cancela secuencia, ´este se desactiva y se activa el bot´on Comienza secuencia (modificar ActionListener del primero).

// Activa inicialmente los 2 botones.

btnComienzaSecuencia.setEnabled( true );

btnCancelaSecuencia.setEnabled( false );

// Anyade codigo para procesar el evento del boton de Comienza secuencia.

btnComienzaSecuencia.addActionListener( new ActionListener() {

public void actionPerformed( ActionEvent e ) {

btnComienzaSecuencia.setEnabled(false);

btnCancelaSecuencia.setEnabled(true);

}

} );

// Anyade codigo para procesar el evento del boton de Cancela secuencia.

btnCancelaSecuencia.addActionListener( new ActionListener() {

public void actionPerformed( ActionEvent e ) {

btnCancelaSecuencia.setEnabled(false);

btnComienzaSecuencia.setEnabled(true);

}

} );

| ATENCION: Los ejercicios anteriores deben realizarse en casa. Los siguientes, en el aula. ´ |
| --- |

2.2) Modifica la anterior interfaz de tal forma que en cuanto el usuario pulse el botón Comienza secuencia el programa muestre la secuencia de números primos (comenzando por el 2, 3, 5, 7, 11, etc.) en el cuadro de texto. Para ello, la hebra ***event-dispatching***debería crear una hebra trabajadora (t) en la que delegar ́ a dicho trabajo.

En cuanto el usuario pulse el botón Cancela secuencia, la generación de la secuencia debe terminar. Para detener la hebra, se **fijar ́a un valor especial en un atributo de la hebra (fin), cuyo valor ser´a revisado por ´esta cada vez que se genere un nuevo n´umero primo**. Adem´as, cada vez que se presione el bot´on Comienza secuencia la secuencia se inicia desde el principio.

Seguidamente se muestra la estructura del cuerpo de la hebra.

*// E s t r u c t u r a d e l cuerpo de l a heb r a*

long i = 1L ;

while ( ! f i n ) *{*

i f ( esPrimo ( i ) ) *{*

*// imprime ( i ) ;*

*}*

i ++;

*}*

Una hebra trabajadora no puede llamar directamente a ning ́un m étodo de ning ́un objeto gr´afico, ya que ´estos s´olo pueden ser manejados por la *event-dispatching*. Por tanto, cuando la hebra trabajadora desee realizar alguna escritura sobre el cuadro de texto (txfMensajes), debe utilizar los m´etodos invokeAndWait o invokeLater, que indican a la *event-dispatching* que labores debe realizar.

Estos m´etodos ejecutan un objeto Runnable que reciben como par´ametro de entrada, el primer m´etodo bloquea a la hebras hasta que la *event-dispatching* finaliza, por lo que es necesario gestionar dos excepciones, mientras que el segundo no bloquea a la hebra. Escribe a continuaci´on la parte de tu c´odigo que realiza tal tarea: la definici´on de la clase HebraTrabajadora y el c´odigo a incluir en el programa principal que permite gestionar los objetos de esta clase.

--------------------------------------------GUISecuenciaPrimos--------------------------------------------

// Anyade codigo para procesar el evento del boton de Comienza secuencia.

btnComienzaSecuencia.addActionListener( new ActionListener() {

public void actionPerformed( ActionEvent e ) {

btnComienzaSecuencia.setEnabled(false);

btnCancelaSecuencia.setEnabled(true);

//habra auxiliar se crea en EDT

t= new HebraCalculadora(txfMensajes);

t.start();

}

} );

// Anyade codigo para procesar el evento del boton de Cancela secuencia.

btnCancelaSecuencia.addActionListener( new ActionListener() {

public void actionPerformed( ActionEvent e ) {

btnCancelaSecuencia.setEnabled(false);

btnComienzaSecuencia.setEnabled(true);

t.cambiaValor();

}

} );

-----------------------------------------------------HebraCalculadora-----------------------------------------

import static Ej2.GUISecuenciaPrimos.\*;

public class HebraCalculadora extends Thread{

boolean fin=false;

long num=0;

JTextField txMensajes;

HebraCalculadora(JTextField txfMensajes){

this.txMensajes=txfMensajes;

}

public void run() {

try {

while (!fin) {

if (*esPrimo*(num)) {

cambiaTexto(num);

}

num++;

}

} catch (Exception e) {

throw new RuntimeException(e);

}

}

public void cambiaTexto(long num){

SwingUtilities.*invokeLater*(

new Runnable() {

public void run() {

txMensajes.setText(Long.*valueOf*(num).toString());

}

});

}

public void cambiaValor(){

if(!fin){

fin=true;

}else{

fin=false;

num=0;

}

}

}

2.3) Modifica el programa anterior de tal forma que se muestre en pantalla una barra de des lizamiento horizontal (JSlider) con la que el usuario pueda determinar la velocidad de generaci´on de n ́umeros primos (ver código inicial).

Si la barra est´a en un **extremo**, la hebra deber ́a generar n´umeros primos intercalando una demora **(método sleep) de un segundo** tras la impresión en el cuadro de texto. Si la barra est´a en el otro extremo, la hebra deber´a generar n´umeros primos sin **ninguna demora**.

Se recomienda definir y emplear una nueva clase denominada Zona Intercambio, a través de la cual se comunicaran la hebra gráfica y la hebra calculadora. La hebra gr´afica escribir´a valores en un objeto de dicha clase y la hebra calculadora tomar´a valores de dicho objeto. Por ´ultimo comentar que el tiempo de espera se expresa en milisegundos, y que el valor inicial definido en el c´odigo es 500.

Escribe a continuaci´on la parte de tu c´odigo que realiza tal tarea: la definici´on de la clase ZonaIntercambio, el c´odigo para la gesti´on de la barra de desplazamiento, y los cambios en la clase HebraTrabajadora.

--------------------------------------------ZonaIntercambio--------------------------------------------

class ZonaIntercambio {

// ===========================================================================

// ...

volatile long tiempo = 0;

ZonaIntercambio(int valorMedio){

tiempo = (long) valorMedio;

}

// -------------------------------------------------------------------------

void setTiempo(long tm) {

// ...

tiempo = tm;

}

// -------------------------------------------------------------------------

long getTiempo() {

// ...

return tiempo;

}

}

--------------------------------------------GUISecuenciaPrimos--------------------------------------------

sldEspera.addChangeListener( new ChangeListener() {

public void stateChanged( ChangeEvent e ) {

JSlider sl = ( JSlider ) e.getSource();

if ( ! sl.getValueIsAdjusting() ) {

long tiempoMilisegundos = ( long ) sl.getValue();

System.*out*.println( "JSlider value = " + tiempoMilisegundos );

z.setTiempo(tiempoMilisegundos);

}

}

} );

-----------------------------------------------------HebraCalculadora-----------------------------------------

public class HebraCalculadora extends Thread{

boolean fin=false;

long num=0;

ZonaIntercambio z;

JTextField txMensajes;

HebraCalculadora(JTextField txfMensajes,ZonaIntercambio z){

this.txMensajes=txfMensajes;

this.z=z;

}

public void run() {

try {

while (!fin) {

if (*esPrimo*(num)) {

*sleep*(z.getTiempo());

cambiaTexto(num);

}

num++;

}

} catch (Exception e) {

throw new RuntimeException(e);

}

}

2.4) Se desea sustituir la barra de deslizamiento por dos botones adicionales: Un bot´on a˜nadir´a 0,1 segundos al tiempo de espera, mientras que el otro botón restar´a 0,1 segundos al tiempo de espera.

No hagas ninguna implementación, pero responde a la siguiente pregunta. ¿Se podrá realizar dicha modificación sólo con el operador volatile o habrá que recurrir al modificador synchronized? Justifica la respuesta.

Nos bastaría con solo volatile ya que realizamos una operación atómica sobre la variable tiempo

| 3 |
| --- |

Este ejercicio es una continuación del ejercicio 1.

3.1) Completa la siguiente tabla para 500 000 000 de rect ́angulos. Obt´en los resultados para 4 hebras en el ordenador del aula. Obt´en los resultados para 16 hebras en patan. Redondea los tiempos dejando s´olo tres decimales y redondea los incrementos dejando dos decimales. Los resultados utilizando la clase at´omica son optativos. Para obtenerlos, debes sustituir el objeto de la clase Acumula por un objeto de la clase at´omica propia de Java 8, y utilizar sus métodos en la actualizaci´on.

Justifica los resultados obtenidos.

Ejecuci´on con 500 000 000 rect´angulos

|  | 4 hebras | | 16 hebras | |
| --- | --- | --- | --- | --- |
|  | Tiempo | Incremento | Tiempo | Incermento |
| Secuencial | 4.64 | — |  | — |
| Paralela: Múltiples acumul. | 2.34 | 1.98 |  |  |
| Paralela: Una única acumul. | 1.25 | 3.69 |  |  |
| Paralela: Múltiples acumul. (clase atom.) | 1.42 | 3.24 |  |  |
| Paralela: Una ´unica acumul. (clase atom.) | 1.22 | 3.77 |  |  |
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